**Introduction**

|  |
| --- |
| The Spring web MVC framework provides model-view-controller architecture and ready components that can be used to develop flexible and loosely coupled web applications.  The MVC pattern results in separating the different aspects of the application (input logic, business logic, and UI logic), while providing a loose coupling between these elements.  [MVC](http://www.google.com/url?q=http%3A%2F%2Fwww.raystec.com%2Fcase-study%2Fmvc-architecture&sa=D&sntz=1&usg=AFQjCNF92DTla_Wtk4uO-jDNUez5BMwVCQ)is a framework methodology that separates an application's code implementation into three components model, view, and controller. Each component contains different application logics.  Spring MVC is built on the Spring Inversion of control(IoC) framework. Spring decouples the MVC components and simplifies the whole MVC configuration.  Figure: Spring MVC Component interaction diagram   * User requests are sent to Controller. Controller communicates with Service to perform business operations and will set return data  or other data into Model object and forward control to View. * View gets data from Model object and displays at Page. * Model is a carrier of data between Controller and View. * Service communicates to DAO to make database operations. Service performs business operations and handles transactions. * DAOs are implemented in ORM or JDBC and communicate to database.  DAO performs CRUD operations.   The DispatcherServlet  The Spring Web model-view-controller (MVC) framework is designed around a DispatcherServlet that handles all the HTTP requests and responses. The request processing workflow of the Spring Web MVC DispatcherServlet is illustrated in the following diagram:    Following is the sequence of events corresponding to an incoming HTTP request to DispatcherServlet:   * After receiving an HTTP request, DispatcherServlet consults the HandlerMapping to call the appropriate Controller. * Controller is called with the help of URL mapped to GET or POST request. Controller calls object of Service class to perform required business operation. After finishing services call, Controller stores data into model and returns View name to DispatcherServlet. * The DispatcherServlet will take help from ViewResolver to pickup the defined view for the request. * Once view is finalized, The DispatcherServlet passes the model data to the view which is finally rendered on the browser. View takes data from model to display at view page.   All the above mentioned components ie. HandlerMapping, Controller and ViewResolver are parts of WebApplicationContext which is an extension of the plain ApplicationContext with some extra features necessary for web applications.  Components  Defining Controller  Controllers are defined with help of @Controller annotation. The @Controller annotation indicates that a particular class serves the role of a controller. The @RequestMapping annotation is used to map a URL to either an entire class or a particular handler method.  **@Controller**  **@RequestMapping(value = "/Welcome")**  **public class [WelcomeCtl](https://sites.google.com/site/sunraysspringmvc/source-code/src/in-co-sunrays-ctl/welcomectl-java" \t "_blank) {**  **@RequestMapping(method = RequestMethod.GET)**  **public String display(Model model) {**  **System.out.println("I am in display");**  **model.addAttribute("message", "Welcome to Spring MVC!!");**  **return "**[**Welcome**](https://sites.google.com/site/sunraysspringmvc/source-code/webapp/pages/welcome-jsp)**";**  **}   ..**  **}**  The @Controller annotation defines the class as a Spring MVC controller. Here, annotation @RequestMapping before class maps \Welcome url to this controller.  Next annotation @RequestMapping(method = RequestMethod.GET) before login() method is used to declare the display() method as the controller's default service method that handles HTTP GET request.  Last @RequestMapping(method = RequestMethod.POST) before submit() method is used to declare the submit() method as the controller's  service method that handles HTTP POST request.  The @Controller mechanism also allows you to create RESTful Web sites and applications by using  @PathVariable annotation and other features.  Creating JSP Views  Spring MVC supports different types of views for different presentation technologies that includes JSPs, HTML, PDF, Excel worksheets, XML, Velocity templates, XSLT, JSON, Atom and RSS feeds, JasperReports etc.  But most commonly we use JSP templates written with JSTL.  Here is sample code that created JSP view for [Welcome](https://sites.google.com/site/sunraysspringmvc/source-code/webapp/pages/welcome-jsp) page. As per view resolver Welcome page will be located as  /WEB-INF/pages/Welcome.jsp:  <html>     <head>       <title>Hello Spring MVC</title>     </head>     <body>  **<h2>${message}</h2>**     </body>  </html>  Here ${message} is the model attribute which we have added from controller using model.addAttribute() method. You may add more attributes in model to display at View.  Model  Model is a map object that contains data in form of key and value pair. Model carries data from Controller to View. View gets data from Model using keys and displays them using JSTL and other Spring tags. Here Model carries "message"  from Controller to View. Model is passed as parameter to a Controller method.  Following are the two model maps provided by Spring:   1. org.springframework.ui.Model 2. org.springframework.web.servlet.ModelAndView   **Q: Can you override DispatcherServlet ?**  A: Yes we can override it to implement Front Controller.  **Q:  What is the function of Handler Mapping object?**  A: It routes mapping url to respective controller class and its method.  **Q:  What is the function of View Resolver ?**  A: Is resolves the view path and render view.  **Q:  Which View resolver you have used in your application?**  A:  UrlBasedViewResolver  **Q: What is the function of Model?**  A: It carries data from Controller to View and View to Controller. Model object is injected in a method of controller as a parameter.  **Q:  What is the naming convention of configuration file ?**  A:  servletname-dispatcher.xml  **Q:  How do you inject Model object into method of controller?**  A:  Using the method argument we will pass model object to method of controller.  **Q: If you create dispatcher-servlet.xml file in SpringMVC then do you create ApplicationContext.xml file ?**  A: No ApplicationContext.xml is created for non-web standalone application. |

### Getting Started

|  |
| --- |
| Defining Controller Define your controller class with help of @Controller annotation. The @Controller annotation indicates that a particular class serves the role of a controller. Use  @RequestMapping annotation to map controller class and its methods to a URL.  The @RequestMapping annotation is used to map a URL to either an entire class or a particular handler method.  This mapped urls will be used to send request from browser to the controller.  Here [Welcome](https://sites.google.com/site/sunraysspringmvc/source-code/src/in-co-sunrays-ctl/welcomectl-java) class is annotated by @Controller annotation and mapped with \Welcome url.   Method display() is mapped with GET method and receives Model object as the parameter. Method display() is called when GET request is sent to URL \Welcome.  Model is a map object that contains data in form of key and value pair. Model carries data from Controller to View. View gets data from Model using keys and displays them using JSTL and other Spring tags. Here Model carries "message"  from Controller to View.  Method  display() returns View name. View name is resolved by ViewResolver as per bean definition in [sunraysweb-servlet.xml](https://sites.google.com/site/sunraysspringmvc/source-code/webapp/web-inf/sunraysweb-servlet-xml).  View name "Welcome" will be resolved as [\WEB-INF\pages\Welcome.jsp](https://sites.google.com/site/sunraysspringmvc/source-code/webapp/pages/welcome-jsp).  Likewise submit() method is mapped with POST method.  When POST request is sent submit() method will be called.  **@Controller**  **@RequestMapping(value = "/Welcome")**  **public class WelcomeCtl {**  **@RequestMapping(method = RequestMethod.GET)**  **public String display(Model model) {**  **System.out.println("I am in display");**  **model.addAttribute("message", "Welcome to Spring MVC!!");**  **return "Welcome";**  **}**  **@RequestMapping(method = RequestMethod.POST)**  **public String submit(Model model) {**  **System.out.println("I am in submit");**  **model.addAttribute("message", "You sent post request!");**  **return "Welcome" }}** Creating JSP View Spring MVC supports different types of views for different presentation technologies that includes JSPs, HTML, PDF, Excel worksheets, XML, Velocity templates, XSLT, JSON, Atom and RSS feeds, JasperReports etc.  But most commonly we use JSP templates written with JSTL.  Here is Welcome.jsp.  This View is resolved by ViewResolver as [/WEB-INF/pages/Welcome.jsp](https://sites.google.com/site/sunraysspringmvc/source-code/webapp/pages/welcome-jsp). View gets  value stored against  "message" key in Model object and displays value using JSTL ( ${..} ) tag.  <html>     <head>       <title>Hello Spring MVC</title>     </head>     <body>  **<h2>${message}</h2>**     </body>  </html>  Here ${message} is the model attribute which we had added from controller using model.addAttribute() method. You may add more attributes in model to display at View. Send a Request to Controller Now your Controller is ready. Open a browser and send a request to controller using http://localhost:8080/STMavenSpringMVC/Welcome URL and you will see following screen. |
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### Path Binding with Controller

|  |
| --- |
| The Controller is mapped with URL with the help of @RequestMapping annotation. Annotation @RequestMapping can map Controller class and its methods as well.   Mapping can be further bound with HTTP POST and GET methods.  Typically the class-level annotation maps a specific request path (or path pattern) to the class controller, with additional method-level annotations narrowing the primary mapping for a specific HTTP method request method ("GET", "POST", etc.) or an HTTP request parameter condition. Bind Request Path to the Controller and GET and POST requests to its methods Here is sample code that binds [UrlMappingCtl](https://sites.google.com/site/sunraysspringmvc/source-code/src/in-co-sunrays-ctl/urlmappingctl-java) class with path "/UrlMapping" .  Further it binds GET request to display() method and POST to submit() method. You can access this controller using GET request by making a call at url http://localhost:8080/STMavenSpringMVC/UrlMapping.  @Controller  @RequestMapping(value = "/UrlMapping")  public class UrlMappingCtl {  //Map GET request with display() method.  @RequestMapping(method = RequestMethod.GET)  public String display() {  System.out.println("I am in display method");  return "UrlMappingView";  }  //Map GET request with display() method.  @RequestMapping(method = RequestMethod.POST)  public String submit() {  System.out.println("I am in submit method");  return "UrlMappingView";  }  This View is resolved by ViewResolver as [/WEB-INF/pages/UrlMappingView.jsp](https://sites.google.com/site/sunraysspringmvc/source-code/webapp/pages/urlmappingview-jsp). Here is form that sends POST request.  <f:form action="UrlMapping" method="post">     <input type="submit" value="Send Post Request" name="operation"> </f:form> Bind sub-path to method of the Controller You can map sub-path to the method. In order to make a call to path bound method, sub-path will be prefixed by class level path.  Here is sample code that maps path \search  to method search().  Further method is bound to GET and POST requests both.  @RequestMapping(value = "/search", method = { RequestMethod.POST, RequestMethod.GET })  public String search() {  System.out.println("I am in search method, it handles GET and POST methods.");  return "TestSearchView";  }  Request can be made to this method by calling  http://localhost:8080/STMavenSpringMVC/UrlMapping/search using either GET and POST request. Bind request parameters to method parameters You can bind request parameters to method parameters with the help of @RequestParam annotation. In order to bind a request parameter, its name must be same as method parameter. You can bind one or multiple request parameters to method.  Here is the example code we are binding "message" request parameter to method parameter with help of @RequestParam annotation.  @RequestMapping(value = "/param", method = RequestMethod.GET)  public String requestParam(@RequestParam String message) {  System.out.println("Request Parameter : " + message);  return "UrlMappingView";  }  FAQ  Q: How do you bind request parameters with method parameters ?  Q: How do you bind request parameters with Form bean ?  Q: How do you bind URI  variables with method parameters ?  Q: How do you bind JSON request body object to Form bean ? |

### Data Biding

|  |
| --- |
| Controller.  Controller uses   1. annotation @RequestParam to bind request parameters with method arguments. 2. annotation @ModelAttribute to bind request parameters to a bean object and store bean into Model object.     Figure: request parameter binding Method Parameter Binding Annotation @RequestParam to bind request parameters with method arguments.  Here is example code that binds a "message" request parameters to method parameter "message".  This is equivalent to  String message = request.getParameter("message");  @RequestMapping(value = "/param", method = RequestMethod.GET)  public String requestParam(**@RequestParam** String message) {    System.out.println("Request Parameter : " + message);    return "UrlMappingView";  }  See   * [ReqBindingCtl](https://sites.google.com/site/sunraysspringmvc/source-code/src/in-co-sunrays-ctl/reqbindingctl-java) * [ReqBindingView.jsp](https://sites.google.com/site/sunraysspringmvc/source-code/webapp/pages/reqbindingview-jsp)   Above code  binds request parameter named "message" to the method parameter named "message".   Request parameter's name can be passed to annotation as parameter. Above method signature can be rewritten as  public String requestParam(**@RequestParam("message")** String message) {..} Different Names If request parameter name  and method parameter name is different then you can write annotation as  public String requestParam(**@RequestParam("msg")** String message) {..}  Here request parameter named "msg" will be bound with method parameter named "message". Type Conversion If type of method parameter is other than String then type conversion will be automatically done by Spring MVC.  public String requestParam(**@RequestParam("id")** **long**id) {..}  Here "id" request parameter will be converted into long and stored in "id" method parameter. Optional Parameter By default request parameter is required. If it is not sent in request then you will get an exception. To make it optional you can set "required" attribute of @RequestParam to false.  @RequestParam(value="id", required=false)). Form bean Binding Request parameters can be populated into a Model attribute form-bean using @ModelAttribute annotation. This concept is called Data Binding in Spring MVC.  Here is the example [LoginSimpleForm](https://sites.google.com/site/sunraysspringmvc/source-code/src/in-co-sunrays-form/loginsimpleform" \t "_blank) bean that is populated from request parameters in the controller [FormBindingCtl](https://sites.google.com/site/sunraysspringmvc/source-code/src/in-co-sunrays-ctl/formbindingctl-java" \t "_blank).   Form bean is further bind to HTML form  of [LoginBindingView.jsp](https://sites.google.com/site/sunraysspringmvc/source-code/webapp/pages/loginbindingview-jsp" \t "_blank).  **Form bean**  It is simple POJO that has attributes and its getter and setter methods.  public class [LoginSimpleForm](https://sites.google.com/site/sunraysspringmvc/source-code/src/in-co-sunrays-form/loginsimpleform" \t "_blank) {  private String login = null;  private String password = null;  private String message = null;  private String operation = null;  public String getLogin() {  return login;  }  public void setLogin(String login) {  this.login = login;  }  //Other accessor  }  **Controller**  Populates Request parameters into [LoginSimpleForm](https://sites.google.com/site/sunraysspringmvc/source-code/src/in-co-sunrays-form/loginsimpleform" \t "_blank) bean and make it Model attribute named "loginForm".  public class FormBindingCtl {  @RequestMapping(value = "/login", method = RequestMethod.GET)  public String loginDisplay(**@ModelAttribute("loginForm")**LoginSimpleForm form, Model model) {  return "LoginBindingView";  }  @RequestMapping(value = "/login", method = RequestMethod.POST)  public String loginSubmit(@ModelAttribute("loginForm") LoginSimpleForm form, Model model) {  String message = "You entered Login: " + form.getLogin()  + " and Password: " + form.getPassword();  form.setMessage(message);  return "LoginBindingView";  }  ...  **HTML form biding in View**  Spring tag f:form and commandName="loginForm" is used to bind model attribute "loginForm" to HTML form elements.  <BODY>  <H1>Login Form</H1>  <H3 style="color: green">${loginForm.message }</H3>  <f:form action="../FormBinding/login" method="post" **commandName="loginForm"**>  <table>  <tr>  <td>Login</td>  <td><f:input path="login" /></td>  </tr>  <tr>  <td>Password</td>  <td><f:password path="password" /></td>  </tr>  <tr>  <td colspan="2"><input type="submit" value="SignIn"  name="operation"> | <input type="submit" value="SignUp"  name="operation"></td>  </tr>  </table>  </f:form>  </BODY> |

**Input Validation**

|  |
| --- |
| Validations are applied using two libraries  :   1. **Business Validation**: Checks the business conditions that may need database communication. 2. **Input Validation:** Checks data entered by User. It does not need database communication. It can be further categorized as    1. Programmatic or Manual validation: Validation code are written manually by Programmer    2. Declarative validation :  Validation are declared using XML configuration or Annotations.   Spring supports both kind of Input validations Programmatic and Declarative. |

### Declarative Input Validation

|  |
| --- |
| Spring 3 supports JSR-303 Bean Validation API to perform declarative input validations.  You can apply declarative validation with help of   1. Bean Validation API 1.1 annotations 2. Hibernate Validator 5.0.1.Final annotations.   Here is example code of [UserValidationForm](https://sites.google.com/site/sunraysspringmvc/source-code/src/in-co-sunrays-form/uservalidationform-java" \t "_blank) bean that applies Basic and Hibernate validations. Form Bean public class [UserValidationForm](https://sites.google.com/site/sunraysspringmvc/source-code/src/in-co-sunrays-form/uservalidationform-java" \t "_blank) {      @Min(value = 1, message = "Id must be a positive number.")     private long id = 0L;      @NotNull(message = "First Name can not be Null.")     @Size(min = 5, max = 50)     private String firstName = null;      @NotNull(message = "Last Name can not be Null.")     @Size(min = 5, max = 50)     private String lastName = null;      @NotNull(message = "Gender can not be Null.")     @Size(min = 1, max = 6)     private String gender = null;      @Min(value = 13, message = "Age must be beatween 13-90.")     @Max(value = 90, message = "Age must be beatween 13-90.")     int age = 0;      ...  Annotation@NotNull, @Min, @Max and @Size are the basic validation annotations.   Attribute values in an annotation set the error message and other restrictions. For example min and max attributes of @Size annotation, validate the minimum and maximum size of a string.  Additional validations can be applied by Hibernate validation annotations.  Here is example of applying @Email and  @URL validation of hibernate annotation.  @Email(message = "Invalid Email ID.")  private String email = null;  @URL(message = "Invalid URL")  private String url = null;  Controller  Annotation @Valid is used to enable validation on a bean.  If validation is failed, error messages are  set into BindingResult object.  You can call hasErrors() method of BindingResult  to check if there is any validation error and take corrective path.  Here is sample code that will print all error messages at console.  @Controller @RequestMapping(value = "/FormBinding") public class [FormBindingCtl](https://sites.google.com/site/sunraysspringmvc/source-code/src/in-co-sunrays-ctl/formbindingctl-java" \t "_blank) {     @RequestMapping(value = "/user", method = RequestMethod.POST)     public String userSubmit( @ModelAttribute("userForm") @Valid UserValidationForm userFrom, BindingResult result,                              Model model){          if (result.hasErrors()) {             model.addAttribute("error", "Input validation error!");             List<ObjectError> l = result.getAllErrors();             for (ObjectError e : l) {                 System.out.println(e.getObjectName() + "-" + e.getCode() + "-" + e.getDefaultMessage());             }         } else {             String message = "Entered user name is " + userFrom.getFirstName()+ " " + userFrom.getLastName();             model.addAttribute("message", message);         }         System.out.println("I am in post" + userFrom.getDateOfBirth());         return "UserBindingView";     } }  Order of controller method parameters should be Validation bean, BindingResult and then Model object. View You can display error messages at View using  <f:errors  /> tag.  Set bean's field name to path attribute and CSS error class to  cssClass attribute.  <tr>  <td>ID</td>  <td><f:input path="id" /> <f:errors path="id" cssClass="error" /></td>  </tr>  <tr>  <td>First Name</td>  <td><f:input path="firstName" /> <f:errors path="firstName" cssClass="error" /></td>  </tr> Configuration In order enable MVC validation annotation your [configuration xml](https://sites.google.com/site/sunraysspringmvc/source-code/webapp/web-inf/sunraysweb-servlet-xml) must have following entry   <mvc:annotation-driven /> Maven Dependency You need to include following Maven dependencies for annotation in pom.xml:  <dependency>      <groupId>javax.validation</groupId>      <artifactId>validation-api</artifactId>      <version>1.1.0.Final</version>  </dependency>  <dependency>      <groupId>org.hibernate</groupId>      <artifactId>hibernate-validator</artifactId>      <version>5.1.0.Final</version>  </dependency> AnnotationsBasic Annotations  1. **@Size**(min=2, max=30) will only allow names between 2 and 30 characters long 2. **@NotNull** will not allow a null parameter. It checks the name of attribute in the request parameter list, if does not exist then fail validation. By default if parameter is received with empty value then Spring MVC set empty string instead of null to its attribute. For check non empty value then go with @NonEmpty annotation. 3. **@Min**(18) will not allow allow value less than 18 4. **@Max**(75) will not allow allow value greater than 75 5. **@Pattern**(regexp="\\d{6}") will apply a regular expression.  Here it will accept 6 digits. 6. **@Digits**(integer = 15, fraction = 2) will validate decimal values.  Hibernate Annotations  1. @NotEmpty : allow non empty string 2. @Email allow valid email formatted string 3. @Length (min=3,max=25): checks length of string 4. @Range: range of a value 5. @Range(min = 1, max = 150): checks length of a number.   Ex:@Range(min = 1, max = 150) //age need between 1 and 150  int age;   1. @URL: allow valid URL  Format Annotations @NumberFormat(style=Style.CURRENCY)  @DateTimeFormat(pattern="MM/dd/yyyy") Custom Messages (i18n) You can specify error messages in annotation itself.  @NotEmpty (message="Name is required")  private String name null;  To achieve i18n you can create message\_en.properties file can make following entries.  You can override default error messages here. Error messages are resolved using the following pattern:  {ValidationClass}.{modelObjectName}.{field}  For example is "password" field of our “loginForm” model object fails the “NotEmpty” validation, the “NotEmpty.loginForm.password" message will be searched.  If message is not found then it will search   “NotEmpty.loginForm".  If message is not found then finally it will search “NotEmpty".  If message is not found then default messages will be rendered.  NotEmpty=value can not be empty Size=Size=value must be between {2} and {1} characters long Email=Not a valid email.  NotEmpty.form.password=Password is required. Email.form.emailId=Login should be an email id. |

### Pre-load Data

|  |
| --- |
| Pre loaded data the data that is displayed at View HTML Forms  irrespective of any error.  ***All  drop-down lists on html forms are  pre-loaded data.***  Annotation @ModelAttribute can be used on a method of controller.  When @ModelAttribute is applied on a method of controller then this method will be invoked before any method mapped with @RequestMapping annotation.  Here is example of [UserCtl](https://sites.google.com/site/sunraysspringmvc/source-code/src/in-co-sunrays-ctl/userctl-java" \t "_blank)that pre-loads  role list, displayed at User Form while added a User.  @Controller @RequestMapping(value = "/User") @SessionAttributes("userContext") public class [UserCtl](https://sites.google.com/site/sunraysspringmvc/source-code/src/in-co-sunrays-ctl/userctl-java" \t "_blank) {  **@ModelAttribute     public void prepare(@RequestParam(required = false) String operation,Model model) {**          System.out.println("Loding preloaded data Role List");          List<RoleDTO> l = new ArrayList<RoleDTO>();          RoleDTO admin = new RoleDTO();         admin.setId(1);         admin.setName("Admin");         l.add(admin);          RoleDTO member = new RoleDTO();         admin.setId(2);         admin.setName("Member");         l.add(member);          RoleDTO guest = new RoleDTO();         admin.setId(3);         admin.setName("Guest");         l.add(guest);          System.out.println("Size or Role List " + l.size());         model.addAttribute("roleList", l);      }     ..  **Q: When is preload method called?**  A: When @ModelAttribute is applied on a method of controller then this method will be invoked before any method mapped with @RequestMapping annotation. |

### Container Objects

|  |
| --- |
| Container objects HttpServletRequest, HttpServletResponse  and HttpSession can be sent to a Controller's method using method arguments.  Here is an example controller [ContainerObjectCtl](https://sites.google.com/site/sunraysspringmvc/source-code/src/in-co-sunrays-ctl/containerobjectctl-java" \t "_blank) that passes container objects to a controller method.  @Controller @RequestMapping(value = "/ContainerObj") public class [ContainerObjectCtl](https://sites.google.com/site/sunraysspringmvc/source-code/src/in-co-sunrays-ctl/containerobjectctl-java" \t "_blank) {      @RequestMapping(value = "/Request", method = RequestMethod.GET)     public String injectRequest(**HttpServletRequest request, HttpServletResponse response**, Model model) {         //...         return "[ContainerObjectView](https://sites.google.com/site/sunraysspringmvc/source-code/webapp/pages/containerobjectview-jsp" \t "_blank)";     }      @RequestMapping(value = "/Session", method = RequestMethod.GET)     public String injectSession(**HttpSession session**, Model model) {         //...         return "[ContainerObjectView](https://sites.google.com/site/sunraysspringmvc/source-code/webapp/pages/containerobjectview-jsp" \t "_blank)";     }      @RequestMapping(value = "/All", method = RequestMethod.GET)     public String injectAll(**HttpServletRequest request,HttpServletResponse response, HttpSession session**, Model model) {         //...         return "[ContainerObjectView](https://sites.google.com/site/sunraysspringmvc/source-code/webapp/pages/containerobjectview-jsp" \t "_blank)";     }  } |

### Interceptors

|  |
| --- |
| An Interceptors is the object that intercepts an incoming request and performs operation before sending request to the target controller and perform some operations after receiving response from target controller.  An Interceptor is mapped with a URI pattern. All requests, matching URI pattern will be intercepted by the Interceptor.  Multiple interceptors can be mapped with the single URI pattern. |

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAl8AAAE0CAIAAACdBsFOAAAAAXNSR0IArs4c6QAAMy9JREFUeF7tnU2MFVX6/5v/ilmJOyaZidIiYcwEdfVDZgEkbbQlEdj0wAp6Y2MmBhhj1IQESEhmzIS0xEy03bSsnPQGNMF2Agm6EJ2VSCYjQWhJWOhOdrLj/1SdU/dW1a1bVefcejmn6lPJjNy+5+V5Ps+593vP+7qHDx9O8UAAAhCAAAQgECPw/6ABAQhAAAIQgECKAOpIk4AABCAAAQikCaCOtAkIQAACEIAA6kgbgAAEIAABCBQRoO9YRIj3IQABCECgfwRQx/7FHI8hAAEIQKCIAOpYRIj3IQABCECgfwT6q47PPvvsOpcesSen+fllbf8+R3gMAQh0jcC63p4GIMrolO/59vhlbdc+JfgDAQj0j0B/+479izUeQ6AFAgx7tACdKqsg4Fb/qQqPypbhV2/ML2vLxoB0PSBA0+1BkLvpIn3HbsYVryAAAQhAYBICqOMk9MgLgToI3D73p2DB2J/O3Val69cLq7aV6QJ0kclXtmWSDwIdJ4A6djzAuFdAYHUhXLk8TnkK3vYC7+1zh45dE0tf+ezhV0c3T01tPvrVw89ekT9cO3YoEmAvHMFICDRJAHVskjZ1QaBxAlobd7z7w9LssPLZpR/e3YE+Nh4NKvSIAOroUbAwFQKmBAbaeD7oNcafzUfPo4+mOEnfJwKoY5+ija99I7D6DzWmeiKtjQGIzUdPqPHVf1hPaPaNJ/72iQDq2Kdo42vPCKxe/FA83vHuG7Ex1TiC2TeC7uPUhxeRx561DNwtQQB1LAGJJM0TUKthwlWbgyWWiXWcyqTEohn9YrjWM54kOjVwsBDU2qeEPbrYkVLH2Z+5+ifPwzwzI4fHGqHEcW5PalB1WObmPXPIo3VLIGO3CaCO3Y6v796tHFq37slwcFA/1449mbW+9FawB+KlQAviT6geqb8GBUykkHqwMlnTuFJH7P/wpVTtgTKmPUy8zg5hGdd0zzFHHGV0FXn0/TOC/XURQB3rIku5FRC4du2ajAv+IAfihk+4zFIGAs+k9yF8eOzYtWG6cNtC0OVUwigbGYaP3snwZLoPJ6qV+YwobuhVokgpfNz+iMD+WOIwWWKeL9pskWFkDr5yrt2+9V8pI6/nGFSh5fG/t/TeygqiRhEQ6AaB2BdHv/4p4XPK4Xx7/LK2ArBKSGLKmNDHgZioZCNqFQnWaAEDiY0ETpdQ8GlOy2HaQ63bw2TZ9utkkVv65Yj5qWTRr4KkySNs0q4pE4os19JeIp1lVHvXdE04ra6unjx5clf4bNy4sRua4qYXGzZsUJzfeuutjz/++Ndffy0MFH1HN0OJVdkEdE9nqrCro0YVs9ZqZneWxonIePFMTPqVGAsNO2pb/hj2Hv/3Q/Cf25dWwjHjV/aNWTSTzcDUNdqScwR+/vnn48ePP/roo+fOnRPjRCDl+fbbbwu/r0lgTeDHH39UnB955JFPPvnkt7/97cGDB2/evJnTOFBH5z45GJRHIKkvY1OqUcWpzPFSpWRaoSxoa1nMHnM1Ke+H/9mIY1nX9MDqU08WmfTkU8F4deHvjaJieL8MgQcPHpw6deq555577LHH5Pta+o7ykr5jGXQTpkn1HX/66ae9e/fu379/fn7+/v37mYWjjhMyJ7uTBLTwVG+bSGMki/GhzWiMtPoKR0qszbUGbO95FfItPDsbjBN8//33x44dk+/rngNp0f3169cfOHBAArFz587du3dfv3591BjUscUAUbU1gR3FXaKg7LxJt/i5amXtuH3uTLjQJxRGtfinraekayW6yEpu/7ilTW/aothgvfL9K9/Cf/vb36SzKF/NDdZMVXkEDh8+fOHCBRno/vzzz1PpUEeajlcE9Lhi0Xe5Gi2sfLgwGgvNPHrGmKOdkWVz6TFoY6vIUAMBmWh89dVX5Vt4+/btNRRPkRMRePzxxyU0p0+fTvUgUceJsJK5YQJ6s2Fh11EvvRl7SNrqgtV1UGWVqRyVaA515ZLJborSrpWcTyw9P1nOKVKNEJC5RlkAsri4KN/C4HGTgIxyy0JW+QUjv2MGFqKObgYLq0IC1xLCMdzmV9x302dsh+tykkKYtY++LO5IzxInkwYFllyzmqpHH+QmRwkMTRw5HWDEtrKuKWOTCEcd1QtnizrjZQmRbpTA22+/LQtA6DU63jbkt8ubb74pAok6Oh4pzFMEgjNoBo+SoNRVTGNJyS2GejtGcuXqRGtNZ5dUmfEipcAdr7wSjuSaPpHQxcoLnNyxI7+0kq7N7gsPGc/tmmpxNNxUYupnj9NLX+TixYtHjhzpMQNvXN+3b9/du3cH46v0Hb2JXB8N3fHuZ+p4HP0Eq2EMFsPMLg2OBYjTC9fU2CzKCQqRMpMLVIPlMV+98ZRleAY3EUf5g+LOzxWWVsq1YnlEHAtJT5jgnXfeOXr0KMtwJsTYWHbZECkTkKq6dfL10VjFTlUkPRKnfM+3xy9rKwi02jkhOmYghhVU27Ui9AYUkdzMXwNNUO5d0421IZlxlF3nsrUOdfTok7Vp06arV6/KQCt9R4+ihqkQMCQQXVE1cjJtUI7en5J9+aNhRSTPIiCbBGSnP9LoV+t48cUX1e4O1NGvwGEtBIwI6JnNa8cOpU9u1wegj7/80ageEmcR+Pe///3CCy/Axi8CsoRKjppDHf2KGtZCwJzAQB8T95KsLoRrnHa8e77VMw3M3fEqhxzjuXXrVq9MxtgpCZk6f5W+I60BAh0nENsCMrhOOly5izbWHHlZsMrNGzUzrr54CZna9ejWypTqHR1fol+LBfyytsk4UpfjBPrcdOUWDjlqnPNUHW+io+apRos6uhI41qy6EgnsqJRAn9XRNd8rDWyXC1OBY2S1yzHGNwhAAAIQsCOAOtpxIxcEIAABCHSZAOrY5ejiGwQgUDeBjz76qO4qKL8VAqhjK9ipFAIQ6AgBOXhMrmzsiDO4ESOAOtIcIAABCExEAIGcCJ+rmVFHVyODXRCAgD8EEEh/YlXW0nVyJHnZtN1KJ63ZKd/z7fHL2m61FLyZiEDnm+65c+fu37+vGMlXSnyUlR0dEzWd9jLr/Y7tGUDNEIAABLpGIC6QqKOn0WW/o6eBw2wIQMBdAgyxuhsbQ8uYdzQERnIIQAACuQQQyG40ENSxG3HECwhAwCECCKRDwbA1BXW0JUc+CEAAAuMJ/Oc//wGP1wRQR6/Dh/EQgICLBOR++QsXLrhoGTaVJoA6lkZFQghAAAIlCChpXL9+fYm0JHGXAOrobmywDAIQ8I4A0uhdyMYZzGkAroSS0wBciQR2VEqgV6cBpKSR/Y6VNqXmCuP2Y7dufub24+baPjU1SMA1hajcnk2bNt29e1eIjvYaK6+rwbj1uipOA+h1+HEeAhCokEAdA6prS3t+n3r2LK1VaLRJUVdef/2KSfqyaSMnh6WP/qVsWRWnY96xYqAUBwEI9I1A5dJ45fVAFXeeuZEmeePMTnmjWY1UajW/0reoTqGOvQs5DkMAAhUSqFoaAzHSUrTtxJf34s+XJ7aFhotGNiuQFeLyqCjU0aNgYSoEIOAcgffff7/CzRtXXlc9xlAYLy1MJ9ydXrh0797ynBbIekY6nePbnkGoY3vsqRkCEIBAnMCV11WvcW45LYzDVDNnlT5OrSy2NgnZj6ihjv2IM15CAAKuE1hbWtTaeHYmz9aZv6gR1hufXh5Zo5NeyZM1AptY9qKmOKMnlTx8M5r+XJkPU+kuqy4keBUvItGhLWOMWVCS1mZOwJYxrFylqGM5TqSCAAQgUCuBtcufhqtw5mZztVFShCOs8qQ6mIF0pFfyhMt4xo3BrkqG5GqbILnZlKaUEStiaLuxMUVsQ2FMrQ0KvRtj7zjDiuoZvo86lmdFSghAAAK1EVi7FYrjti3JycaS9Yl4aOmYWx6s5InGYOczBXJlRbqqw9TDNT//jPZuzJyVoqK/65TJfm1QxmDx0PKyFnYLY/LdlA6h8i6xUClvCjbbsJIwVTLU0QgXiSEAAQjUQmDtzs2w3K1PWKhjNCgbiEdMvkTdtLZlT1KK4A1TS480UtNVg62N2068Fy0empkJe72Wxoynurb0WrhUScxNdJfFPWVxpnejhhnGDXU0BEZyCEAAAvURsOo6DgZlj6dWuQajsMfVItfRScptJ/6SGsOdmVULfgyebS8/n1JzO2NyqtQFjporefQapRtnBv3dqKBRwwy8CpOijqbESA8BCEDAKQL5M5Za8kblcXwv9ead0kfyjBRiaUxOz1HNx45Tu+kt4RKlEZOt+uAJK1BHp1o5xkAAAv0mcONWaWFKgxrX7dT60SzX6ozR87HqmKDRR69DmoDbODCoY7NNhtogAAEIZBGYfmJr+GeDfltUjNaPAq416EdWjU4ZM1FTQx0nwkdmCEAAAtUQiEZAy3Qe1b6/aC9Duc6h1YymuWt1GZM+Vi9xxp68yN8jau4H8442zMgDAQhAoHoCWh5XileMXlkNtzekeoPjOoflenMV+1OdMVpuG+r6xjDQd6y4TVAcBCAAATsCkTzO5x+hGu2YGJwbMP38y+HKlGxd1VI6+RrOck5Vbkw05FziV0M5C8umQh3LkiIdBCAAgXoJRGeorsyPP7AmOqdcdv8NBhMHijR69Opg8+HIzou6XKncmOjkvJWsXw013gaJOtbVRCgXAhCAgCmBSB8zz0iLHaYms3DxibbBrkZZ2BnreEoGvaRzbnQnZFnTjJcLVW5MVOCUHPWa+Nkw8C9zL2RZB8elQx0nJehq/tQBwHlDNTX++nKVDnZBwFUCw/NtgnscEzsYolNGRRpH7vAYnBsTSEj0DM+Wm2TNSjTxp6wpcwxr5cYMC0wwGfg3/kqTCcKMOk4Az9msGQcAh58YLoRzNmQYBoEhAXXKeHS+aZyMWrg5RguCU1HTmcLDUSeRRql9eMScQZAqNyarQH1M7IT+jfNq3cOHDw087lDSdevc8j3fHgNrpSeoBlNiZygO/pb4axTN6N3EoYv5oTawp0NtBlcsCEzYVIbnWefV7WjTndB3C9pkqYSAChx9x0KYqRvFMo9rGPfHFjprV/6Zlkb1429wGnH2cf2FGEgAgaYJBB+91JVFTZtAfT0mgDoWBt/iYN7CMutLoA76z5qjDhRSH2ifmtquzxpKhoA1gcG+haJt4JMPHVrbSMYuE0Adi6MbjHfrm11S14ulT2sYeV3TeHiOzWrj77gDeAcT/jK13UK/tpg1KSCgCQwOs16uZcUFnCFQRAB1LCKk3h8smbpx5rUl61OCy9VVbyrpQqqJe1mng0DWy5rSJyCgD3gZXjY/QVlkhYAFAdSxNLSZs0pV3NZHtfg6/yDjmECWWZ1dmhAJIQABCHSGAOpoEMrphfe0Po7ctGlQSr1J1c7djLtAk9VGa7QZYa03HJRuTWDctX3WBZIRAmYEUEcjXpE+rowe2GRUTo2J9alLxeOmUV94ZV6fplGjURQNAVMC+nyUwh96puWSHgIlCbi156+k0ZUkc20rUmX7HYVOfI9YwU4wg6Rx7K7Rq6RJUEgdBCZpKlHrzDobxtbWSewxrbPJukxtI30OARU41NGVRlKlOoY+qW+WUt8r+kvI0S3VrkQIO6wI2CpEuWMAtEmONl1b361Ak6k6AqijW78MKlfH6ppKRkl87GvF26XCbZsK6tilVuCZL6gj6mjfZG2/8uxrJKenBFxrKk3a02RdnjYPN83mJDk344JVEIAABCDQPgHWrLYfAyyAAAQgAAHXCKCOrkUEeyAAAQhAoH0CqGP7McACCEAAAhBwjQDqaByR8EYrb04o9cta42CQAQIQgEA9BFBHU65XVlcky8rqFdOMraT3y9pWEFEpBCAAgQwCqCPNAgIQcJEAwx4uRqVPNqGOptHWlyF70nn0y1rTWJC+wwQY9uhwcP1wDXU0jpO+QViO+fZh9tEva42DQQYIOExg/fr1Dx48cNhATMsj4NZ5MU3GyvYYi3YOuPLL2ibjSF2OE7BtutFZ+gZHqJYiYW1PqdKTiTZt2nT16tXHH3/cIi9ZWiTAWTktwqdqCECggEAHhj1EF+/evUuk/SIgIVM/aOg7uhI4TiF3JRLYUSkB275aO4M0lbo+dfDgwb179x44cKDaYimtVgLffPPN8ePHv/76a+Yda+VM4RCAQH8J7Ny588svv+yv/356/sUXX+zatYu+40N3wkff0Z1YYEmFBGz7jhWakCiqSXt+/vnnZ5999qeffqrLGcqtgcBzzz23uLi4fft2+o6T0F1b2iPn5qQeZ4/R8cvaSeJCXgg4QWDjxo1bt26VvogT1mBECQIy6Si/aUQa6Tva9x0LZkXMF9rV2nds2NoSjZAkfSHQZF+tDNOG7RFpPH36tKxcLWMbaVonIDOOjz322LFjx1BHS3UciM22E19eWpiOR3SoQ4YCWZ86Nm9t600cA9whUIUaybDHzjM3Uj4ZfsCi3FXYY0Z3//79hw4d2rdvn1k2UjdOQHqNMqz6/fffy0ZV1NFKHbXajCpjFMzos2z08a1LHduwtvFWTYXuEphQjTow7CGDdSKQ0n3csGGDu3HCsqmp3bt3nzx5Ui3JkYd5R+NGoU64mltOdRpj5UwvXFqek9cunDbnl7XGwSBDpwnEhz3uJZ/wEyafsXn3T6ySzXOyykN2d3BujsutVcZUZfvNQBpRR4tgabmZncnNq843bV8e/bLWIhxk6S6BK6/PBz9EZZDm3uhPUTkr4N6XJ7aFAunsQrhBbOQ7989//rP0IO/fv9/dgHnsmUjjI488oqYbBw99R48jiukQ6DCBjg17HD58+OjRo7Ozs9evX+9w1LxzTeYaZUBVVuKcOnUqZTzq6F00MRgCfSDQwWGPF198cXl5eX5+XjqRLmuk6ITMFqeeUfHwvRWKLkqXUZbhyFxjqteoXEMdTUNcbsy03EfbtG7z9H5Za+4fOSDgFQHZ/vjtt9/KElbRSDko4O9//zu7IRsOoBwU98EHH0h/UfhLl1FWqMbnGhPGPOzrIxQsXb/8198Fz0sf3BlTwJ0PXgpT/PWyQQ359vhlrYHbJO06Adumqz5mhZ+hksmGlG3tqT5OIpNvvfXW2K/mhkWjN9XJTv8jR47IEuLCiNoqRGHBzieY5EOi9TFLISNlLPG5TiKqSx0fPmzeWueDj4HNEbD+oJXSvVKJEs5a29McsrZrkpHGUa2UP7ZtV9P1M7Jq85NJ1supBeU3zuxMnSOnNy0bbXW0McEgj1/WGjhG0k4T0LMC83uW1sb4KRuLw1WtcwUryDuNCedqI4A6WqINFpTrFeXJEoL15/func3f8GFZqXU2v6y1dpOMnSIwczb8DRr8BB1VyODUYPVTdG7ZsU9bp4LQZ2e439GV6Nd1Vk49/k14AEo9RlGqiwQmbCodOCvHxajk2iTLU+Vs2FQSGVnt3rLV/NDQdzRtuvJp/X3GT9lUMWGq4mSmlRun98taY/fI0HkCDHt0PsTOOog61hmaG7fGzZjUWatt2X5Za+sl+TwkIGczpg6Su5dxfI6HjmGyywRQx1qio7Y7+vL4Za0vVLFzMgIMe0zGj9wTE0AdixEmbw0OF8mNrlVNLl0NE7Wzls4va4vpkwIChQQY9ihERAJzAqhjMbPphffC044NH1m82sZaOr+sNWRKcggkCDDsQYOojwBrVk3Zhmvoxt/taFrcIH09a1bbsdYaAhm7R6D8mtXMO45LATHZXlzenlJVdzERa1ZVVOk7drF14xMEPCTAsIeHQeuyyfQdXYluPX3HurzjB3hdZDtXrm1TYdijtaZA35G+4+SNL7kCRi3McfcmVr+snTw6lAABCEDAngAjq3bslNLoQ1UTRazMu6eRfllrFxFydYxAeAzApYXpjrmFO/4QQB0tYjVcPSCrAVLPl2p5q2ikK51Iv6y1CAdZOk+AYY/Oh9hFB1FH46isLb0WHH4cnjY+umUjPNUjPDx5Zd4FffTLWuNgkKHjBBj26HiAXXYPdTSNztrlT0NtfC9nzEdfLrCyesW09KrT+2Vt1d5Tnt8EGPbwO36+W486mkZw7VYgji8/nz8fou+ma10e/bLWNBak7zIBhj26HF0ffEMdraLk18lVfllrFRAydY4Awx6dC6lvDqGOphGb3hIsuykaNF27c1NSbdvS9oo7v6w1jQXpO0yAYY8OB9cP11BH0zhNLxwvXHMTjQkVjb+a1m2e3i9rzf0jR7cJMOzR7fi67R3qaB6fmbPhto1wY+PostTg4p1wH2T+wh3zai1z+GWtpZNk6x4Bhj26F1PPPOIkOdOAhQdcmWbS6fMOS67nJLl2rLXEQ7YuErA9SW5qSjfenE+NXtRqdCmAvT1djE6mT5wkp7DQd+xNk8dRCPhFgGEPv+LVOWvpO7oS0nr6jnV5xw/wush2rlzbpsKwR2tNgb4jfcfWGh8VQwACEICA4wToO7oSIPqOrkQCOyolYNt3rNSIWGGu2VOXnxOUS9+RvuMEzUdnjR+OvGdpLfyrDAhF/5y8gkpL8MvaSl2nMAhAAAKGBFiVYwgsSh5s3Mi6wSo4BuDGmZ2O3fPol7WWISEbBCAAgeoIoI42LKMFA+E9Hff0pVWqoOmF96I7rFy4okP3ZsM9KH5YaxMP8nScAMMeHQ+wm+6hjuZxufJ6KDayDSvzbtbgDit1hdWiHmw1r6LCHH5ZW6HjFNUJAgx7dCKMXjqBOhqH7cqq0sbRux2HRc38JehA3vj0spqLbPHxy9oWQVG1gwT8GqRxECAmTUIAdTSlp+VmdiY34/QTW+X99k+J9Mta01iQvtMEGPbodHjddw51dD9GWAiBPhJg2KOPUXfJZ9Sxnmi4coNVOe/8sracT6TynADDHp4H0H/zUUfTGM7MhituVq/kZVQ3t05tfaLt+x39stY0FqSHAAQgUBcB1NGYrBac+fEbNvT1jlNzBZOTxlVbZPDLWgsHydJrAgx79Dr89TqPOprznTmrNmzI/Y451zsWrGo1r9Yyh1/WWjpJtu4RYNijezH1zCPU0SZgM2fVjkZ1A3J417E6IOf30d2PeTc52tQ4SR6/rJ3EU/J2iQDDHl2Kpo++oI6WURPJkUdpZOJRJ9LkbYa0rHGSbH5ZO4mn5O0OAYY9uhNLLz3hjg5XwsYdHa5EAjsqJTDhnRgF1zyaD9JMaE+lbBwtjDs6VGDoOzraQDELAhAQAgx70AzaIoA6WpMPD4BMLcsJ/+bkBVZ+WWsdFDJ2k4DSyMSTechxN73Hq3YIoI423MMrA8KjyG/eiZ+kqpaXh+tzHJJIv6y1iQd5IAABCFRNAHU0J3rldbVKdfSWjuB6Dn2hlUikGzdY+WWteTTI0XUCDHt0PcKu+oc6GkdGnXAVLE3NXpg6vMEq58AA41ptM/hlra2X5OsmAYY9uhlXT7xCHU0DpY9/PL6Qd0icusEqNe5qWlMV6f2ytgqPKaMzBBj26Ewo/XQEdawnbq7cYFXOO7+sLecTqXwnwLCH7xH03X7U0fcIYj8EOkmAYY9OhtUnp1BH02iVOv5xSv/u3eLFHR3OWGsaC9L3ngDDHr1vAvUBQB2N2RYf/zilLzXf9vLzbavjlF/WGgeDDBCAAATqIYA6mnPVS26CE8gzdjUG68/DrZDbTryXu3LHvGKrHH5Za+UimbpIwK9Bmi5GoPc+oY4WTUD2bHwZrkmNLuYILueInlAZgw0frpzl4Ze1FuEgSzcJMOzRzbj64xXqaBercN+/3vifKkHORb53zxVpVLb5Za1dRMjVOQIMe3QupH45xB0drsSLOzpciQR2VEpgsjsx5DwAfTJVtlHmgzST2VMpGlcL444OFRn6jsYtNOtgK+NCGsvgl7WNYaEiTwgw7OFJoLpoJupoGlW1V2Nl9YppxlbS+2VtK4io1H0CSiNTj2M3jLtPEQsNCaCOhsBIDgEINEKAYY9GMFPJWAKoo2njUCvpfOk8+mWtaSxI32ECDHt0OLh+uIY6GsdJLmIN9nME2x3duKMq1wO/rDUOBhkgAAEI1EMAdTTlGoz3RKvoAoXMfVqXT7+sNY0F6TtMgGGPDgfXD9dQRz/ihJUQ6BsBhj36FnHX/GW/oysRYb+jK5HAjkoJ2O4vlGEPde5UmUeO4Ci7hNXWnjJmdCQN+x1VIOk7dqRB4wYEIAABCFRIgL5jhTAnKoq+40T4yOwqAdf6aq7Z42Dc6DvSd5y8WcoxV4NFOdF1HTIglHFzx+R1TV6CX9ZO7i8lQAACELAnwMiqJbtwq3LGCZBrd26qmztaX64ad8wvay1DQjYIQAAC1RFAHW1YRgsG5Ajk9E0d0wvvqcutVuZd0Ue/rLWJB3k6ToBhj44H2E33UEfzuFx5PVxLJ8vkMu+pCs6EXA7O01lZXFozL73qHH5ZW7X3lOc7AYY9fI+gv/ajjsaxUydczS3nrSBXN9Pd+PRy6/Lol7XGwSBDpwkw7NHp8LruHOpoGiEtN7MzuRmnn9gq79+41bY6+mWtaSxI32kCDHt0OrzuO4c6uh8jLIRAHwkw7NHHqLvkM+pYTzSCpatTU9u2TNdTfMWl+mVtxc5TnJsEGPZwMy49sgp1NA22Ohy54Pbjtcuf3pBUW59oWx39stY0FqSHAAQgUBcB1NGYrBacnA0ba0uvnQnEca5gctK4aosMfllr4SBZek2AYY9eh79e51FHc74zZ9WGjcwLHodXRuWvajWv1jKHX9ZaOkm27hFg2KN7MfXMI9TRJmByt04okKFC6hNzwgNyfh9dK2BwZ4CNAUZ5/LLWyDUSd5gAwx4dDq4XrqGOlmESyZFHaWTiUefnlL1Ox7J202x+WWvqHem7SYBhj27G1RuvuKPDlVBxR4crkcCOSglMeCdGwTWP5oM0E9pTKRu3Cvvoo4/Onz8vNt0Nn5Rxj4eP/PGFF15466233DK9HmtQx3q4mpeKOpozI4cHBCpRowyNlEGazJMci5BUYk9RJb6+Pz8/LxqZY/2LL7544cKF9evX++qhid2MrJrQCtKG5z4W3lEVpipOZlq5cXq/rDV2jww9IaCmBhKPlTT2BJe1m8vLy4cPHx6XvVfSKBBQR+uGVCJj+yfJlTBykMQva008Iy0EIFCSwDiB7Js0oo4lG4xxMnXOhy+PX9b6QhU7JyPAsMdk/CbIPSqQPZRG4ce8Y3EjksvlMq45Ls4XXnJVevFqVfOOLlhbhg1pekLAdp4vnGosnFzUE5IGnzRbe3oSrqGbgznIfkojfcdSLX5woXGp1INE8sEuLY1mJeem9svaCh2nqB4SYNijvqCrHmRvpZG+40PztlXuJ615uVX1HZM1t2Otuffk6CyB8n01hj062wj8dIxVOX7GDash0DkCfRv2ePDgwcWLF99+++3d4fPoo4/KLwmemgj85je/UZyPHz8uu1bu379f+AFi3rEQUUMJ6uk71mV8+Q5BXRZQricEbJtKl4c9ZK/96dOnRRp37dr1f//3f9u3b5dgPvPMMxs2bPAkqv6ZKb9FvvnmG7H7+vXr3333nYJ/9OhR+f9xzqCOroQZdXQlEthRKQHUMY5TuizSd/niiy9Onjx54MCBnmyrr7RBVVaYCOS5c+fkF8ni4qI6Bij1oI6WrAsOuNKlVraUzvYrRtvRsLWWTMnWRQITNt3KkbRoz82bN2Uh6MLCQs6O+8r9pcB8AqKR0o9///33VQ8+/jDvaNF4gp1Y895saPTLWotwkAUCHhCQ/qJIY/5hNB640TkT9+3bd/XqVZn9/fzzz+k7agLWPyEHK+sK92IZNaSaRlZbsdbIcRJ3m4D1B01h6cawh+o1rq6uMrPoZmuXWcn9+/e/+eab8WlI+o6mwVq7/OmNIM/csg8HPfplrWksSN9tAh0Z9pC5xoMHD3788cdIo7PtVSaAJUAyJRy/nAR1NI3X2i0ljrMzpjnbSO+XtW0Qok5XCawtLarpC3Vlau7TxrkbpblJr1HW4GSu+yhdBglrJyC/XWT2UX7HDGpCHWuHTgUQgIA5gY4Me8j+AemOyOSWOQFyNE1AFuZs3LhR1umoilFH0wBMb9kWZLl5Z800Zxvp/bK2DULU6SiBjgx7yHpI6Tg6yhizRghIsCRkqKNd05heOD4nOW+c+ecVuwIazeWXtY2ioTII1E1AZhxlB7ocVVp3RZRfFQE5k0GKkh4/fUcrpDNnlwN9XJl34HbjYgf8srbYH1L0hEAXhj1kk4CsgWTLv19Ndu/evWpwldMATANXboW5LrX10wDasdaUKek7TMB+R4f57VRlMNrbU6b0ZJpXX3316aefPnLkiHlWcrRGQH7TyBk6sv2GecfWYkDFEIBAHgH/hz1km+PWrVuJsl8EJGQSOPqOFjdY1RXomk4DqMncJn+A1+QCxTZDwLapdGHY4w9/+MOFCxcQyGZaWlW1yMkAcl/Kr7/+St+xKqSUAwEIQCBBQPZysM3RuzYh88QikPQd6TtaNl3bDoFldWTzl4BrTaVJe5qsy98W4qDlKnD0HR0MDSZBAAIQgEDLBFDHlgNA9RCAAAQg4CABdnQUBsVodUCqtOZ3dDhhbSFTEvSHgGuji03a02Rd/WlRDXjKyGoDkKkCAhCAAAS8JEDf0ZWwsaPDlUhgR6UESvefOjjsUdr3SolT2MQE6DtOjJACIAABCECgowToO7oSWPqOrkQCOyol4Fr/qUl7mqyr0qD1vTD6jn1vAfgPAQhAAALjCLCjg7YBAQhAAAIQSBNAHWkTEIAABCAAAdSRNgABCEAAAhAoIkDfsYgQ70MAAhCAQP8IoI79izkeQwACEIBAEQHUsYgQ70MAAhCAQP8IoI79izkeQwACEIBAEQHUsYgQ70MAAhCAQP8IoI79izkeQwACEIBAEQHUsYgQ70MAAhDwmYCc7x48e5bWCrxYW9oTpnz9SpAw+cpnAJa2o46W4MgGAQhAwAsCM7NzgZ03Pr2cL49rlz+9ESScm53xwq+6jUQd6yZM+RCAAARaJVBOHrU4bjvxFyWO0wuX7gXP2b5qJerYaqulcghAAAK1Eygjj5E4vvz8dO32+FEB6uhHnLASAhCAgDWBYnlEHEfgoo7W7Y2MEIAABDwhUCSPGeKYtypHL/QJ1/CMLvgZlzP6+8j6IF2cWg3kzIM6OhMKDIEABCBQF4GZv5zYJmWPWZpj0HMMlWx+JWHnjTM742tip59/Oahr6uad5DKgtVvhqp8RI66shsW5thoIdayrMVIuBCAAAXcIaMnKlMfS4ii9PyWM2058GS7ZCZ9ltSb2zM6o85ddlxbBIOmtuGyu3bkZFrnFsQlP1NGd1oslEIAABGojMF4ey4rj2tJrZ4Le39zyvUsLMSmbOasFcmVR76mcfmJrKJhxFdQiGPq3sjocRC1be21gxhVcoI7379+/ePFi41ZRIQQgAAEIVEtgnDxqeZo7Hle8jKrTWz7iSWbOhh3IG2f+qWRPz3PGVFDl3nbiRNjRHA66OiuOU3nqKNK4e/fu69evVxsiSoMABCAAgeYJZMtjJI5FZwAUyNj0lsRco5bHmAqGk45bn3g+TDfsVerJyK1PODauOjVeHZHG5tsuNUIAAhCokUCWPJYVxyktY+EKnIxnZzjoOpQ9pZaDaU416Shzi9qGqFfp6IqcwJXsviPSWGMDpWgIQAAC7RAYlcfS4mhqcFSVmnpUk47bgqMG9Jyk6lXqyUjXlquGzq57+PBhyuuUNB4+fPjQoUOmZNxPL4PGV69edcfOfHv8stYdqljSOoE+N13l+65du1qPwtAAWXUa9PJkzWm4sEa/lHU2IwfG6beCNTjhe7KVI1ivGuUs9ilW9rSqVRelSgpeJP9eXGRDKdatC5VR/hd/fvnll2eeeaYhE6gGAhCAQNcJpL5j235554OXfifPSx/cEUv0i79ezrBKv/e76M3062JHLv81qkn9K1WSvBymKC6twRTSJKW2xMgqA6pd/5ziHwQg0HMC0wvHw9WlwY0dRsOqekQ0sRsjn6VamSM1XVHjqtGGxsHY6pKajHT0aNehOiKNPf/Q4D4EINALAlq0bq1Fmyz0pRxFzuvjdqZW5jOOfMs8PS6Sx8VwM8dQBPXfz5xxWRyjVTlIY1HD4H0IQAAC3SCgxGll8bWUaBV5p7udknU+eZeyTCSqJauD6690UXrh6g21mWO4Z0Nv/whTObiXQ1mv+4779+9nX2NR0+B9CEAAAl0goPtugWiZDWsOTsUJzo0bbuvQx67OLSeO0BFS0Ymr8s/EstRxf3cKrlbHxcXFDRs2OGUZxkAAAhCAQC0E9F59U3EMbBGBvPdleKJ5/JEFqJn3JA9kMHWKajSJ6dzR4zGnhjs6pO8o649liLWWYFAoBCAAgV4SGN0110sMPjmtdnQMV+XIRg7ZmkMP0qcYYisEIAABCNRDILGjA4GsBzKlQgACEICAZwQyzspJDbFyVk4zIeWsnGY4U0vDBDgrx62zchoOv5/VqZHVDHUUd+ICefLkyVOnTvnpY57V+qwgZxzLt8cva52BiiHtE+hz03XN9/ZbgycWpOcd42YzxOpJEDETAhCAAARqITD2fkcEshbeFAoBCEAAAj4QyLv9GIH0IYLYCAEIQAAC1RPInnesvh73SnRtSoB5R/faCBZVQMCvD1oFDseKcM33ar3rcGl5844ddhvXIAABCEAAAoUE8kZWCzOTAAIQgAAEINBJAqhjJ8OKUxCAAAQgMBEB1HEifGSGAAQgAIFOEkAdOxlWnIIABCAAgYkIoI4T4SMzBCAAAQh0kgDq2Mmw4hQEIAABCExEAHWcCB+ZIQABCECgkwRQx06GFacgAAEIQGAiAqjjRPjIDIH6Cdw+9yc5u2Pdn87dVnXp1wurtlXrAnSRyVe2ZZIPAl0jgDp2LaL4MxGB1YVAiNaNU56CtyequqnMt88dOnZNKnvls4dfHd08NbX56FcPP3tF/nDt2KFIgJuyhXog4C4B1NHd2GBZjQS6IHNWeLQ27nj3h6XZYQGzSz+8uwN9tCKak+nxxx+/e/du1aVSXkMEUMeGQFMNBBwgMNDG80GvMf5sPnoefaw6Qhs3bvz555+rLpXy6iUgIZPASR2oY72gKR0CDhFY/YcaUz2R1sbAxs1HT6jx1X9YT2g65KoTptB3dCIMhkZId18ChzoaYiM5BHwmsHrxQzF/x7tvxMZU4/7MvhF0H6c+vIg8VhPmp59++rvvvqumLEppisD169flbmPUsSne1FNIQE0EhusyB4soEys1EyXoacNwBU18OWc8UaKYWLLw7y8FOiFC8FJUxPiVOAWmj1YTW14a5R3nXebqnxL+Z9pUBEWL49ye1KDqsLDNe+aQx8KmWj7BgQMH/vWvf5VPT0oXCHzyySd79+5FHV2IBTbECawcWrfuyXD4Tz/Xjj2ZXEEaF7d4osGGh+CPQaJEMWFKKct+G8SYOOnByuS7gdEJe/TbI96JOifTjRguRY06MmJLKIxa8cdBKRZHGV1FHqv8PMoAncxgffPNN1UWSll1Enjw4IHEa9euXahjnZgp24LAtWvXZOTvh4f6CRdSSg/vzGCnweqC1grZj5BMFZO+2J6FQSL5hy4t2MGgtjCEuxoGT3wNZ7xPOexdjgiQ9jBeSlDcuP0RgXexKpUN8Xm+yPCEXZGtY3GKoiphTNihjRj8Hrh967+SZEdOzzEoQsvjf2/pvZUWMSRLnMCbb775zjvvwMQXAqdPn5aQrV+/PjA4/u3Rq3+75nu+PX5Za9OQlFTElFEVohVNf/EnX8Wq0W+o7IkXY2zJUMcwpf57wWc5LYfpSrQFw2TZ3qUMHedd2p9U6WPIDThoK1SyIssjAsXpyga5+023iIRMYn377bdFqXi/fQI//fSTdPd//fVXZQprVn35TdNTO3VfZirszNy+tBKMuWYsK9HJrq1ckmSbt/wx7JSFL+yeceIwXjwTk34lxkLDjpo29H8/BK+0d1Ov7BuzaCbbFTVgmrUMlX6gXfCrzvX+++8fP35chuyqLpjyKibw6quvLi4u6o4jOzoqpktxlROIK8gP/wsnJP+4ZXRZSUJoZvfpMcsncw++qcZWLYupST+LsrV3huKoBkwTy4sGQ8FKpK+F4qsHVp96ssiyJ58KRrMZWi3iVP797du3Hz169ODBg+WzkLJ5AvILZufOnfv27RtUTd+x+ShQYx0E1Je6fmaX4kOkw0nE6tfkLAzWwsQHhaMx0jocTZWpNbWBmqjCnoB858o3rwgkPUh7iHXmFGl85JFHjh07Fq8EdawTOWVXRmBHUacnrRIikMmZS9XDylpJam3k7XNnwtUwoTCGZ5a29uTNE8aWG6l+ZO6jQGb1z4ty8n4eAfnmlX0Cu3fv5mw5pxqKnIyzf//+xx577NSpUynDUEenIoUxIwT0yGH4ba37h1mjfjpZhoiGS1QH620mmYwcsS0aC808esY4ljne5ZRVNpceeja2igzVEZDtjzIHKQIpPRVOmKuOq2VJ0o8XRZRwHDp0KNVrVCWijpZkydYMAb2dUKletPZm9KyzaL1OuF/h9rmFjLsm9GSkNjsxEGvrSlllKle+3WKi8UxUrasLeji55Hxi6fnJck6RKklA1q/++OOP0lN59tlnZ2dnP/jgA3ZDNtxG5Cicjz76SEa5N23aJFV//fXX8bnGhDHtr6JtyYINGzY0HJX86sSeHBJ+WWsTUr0aNLGlYzB9l94aIShH9jsO/5a5MyL1x+hlegvJuJ0e2qXU29ES1vi4ZmxZa9GOjvSuywx/YzOYA1PT+0WGaZLjq5nGjuyZSQZrZC+KTSwTebrfdG0Rra6uHjlyRNbsOPVF1Hlj5AfK4cOHP/74419++SU/dP3d72jbpMlXD4HxeyVS3+fjVrwMk+WsiYnJx0iF4Xtm6jhmf+SOV14JlwiZquNwe2fiK2rHjrC0sepYsE1zYMXYjZHDiFYvjvW0FkqFQP0EGFnt/E8lrxzc8e5n6ngc/QSKkFruEj/qJjtZmGJEIkNxiS1QSa5rtaUkpSRrCrToqzeesixvcBNxlD8o7vxcYWnhGqTRHxhJn9XYct7Mqx6gNtxUUmgdCSDgI4F18qHy0W5s7hoB2TYoWwbl67zdtZ9dw5r0R0EO+rTxY/MGaYhBt8OPd2YE6Dua8SI1BDwmEF1RNTy3NuaM3p+Sffmjx05jOgTsCKCOdtzIBQEfCWw+ej4Yub527FB6Va8+AH385Y8+uovNEJiAAOo4ATyyQsA7AgN9TFzmpa8+2fHu+VbPNPCOJgZ3mQDq2OXo4hsERglofQyOZh1cNh2eEos20lwgECPAqhyaAwQgAAEIQCBNgL4jbQICEIAABCCAOtIGIAABCEAAAkUE6DsWEeJ9CEAAAhDoHwHUsX8xx2MIQAACECgigDoWEeJ9CEAAAhDoHwHUsX8xx2MIQAACECgigDoWEeJ9CEAAAhDoHwHUsX8xx2MIQAACECgigDoWEeJ9CEAAAhDoHwHUsX8xx2MIQAACECgigDoWEeJ9CEAAAhDoHwHUsX8xx2MIQAACECgigDoWEeJ9CEAAAhDoH4H/D/1ZbUEWOuvEAAAAAElFTkSuQmCC)

Figure: Interceptor communication

You can create an Interceptor by two ways

1. Implement HandlerInterceptor interface
2. Inherit  HandlerInterceptorAdapter abstract class. HandlerInterceptorAdapter  implements HandlerInterceptor interface.

This HandlerInterceptor  declares three methods:

1. preHandle(..) is called before the actual target controller is executed
2. postHandle(..) is called after the target controller  is executed. and
3. afterCompletion(..) is called after the complete request has executed.

The preHandle(..) method returns a boolean value. You can use this method to break or continue the processing of the interceptor execution chain. When this method returns true, the handler execution chain will continue; when it returns false, the DispatcherServlet stops further chain execution and transfers control to the desired page.

Here is an example interceptor [TimeLoggerInt](https://sites.google.com/site/sunraysspringmvc/source-code/src/in-co-sunrays-ctl/timeloggerint-java" \t "_blank) that intercepts  incoming requests at URI patteren /UrlMapping/\*  and log the pre and post processing time-stamp.  
  
  
public class [TimeLoggerInt](https://sites.google.com/site/sunraysspringmvc/source-code/src/in-co-sunrays-ctl/timeloggerint-java" \t "_blank) extends HandlerInterceptorAdapter {  
  
    /\*\*  
     \* Called before request is executed by target controller.  
     \*/  
    @Override  
    public boolean preHandle(HttpServletRequest request,  
            HttpServletResponse response, Object handler) throws Exception {  
  
        System.out.println("TimeLoggerInt:  preHandle()  : " + new Date());  
        System.out.println("request uri is :: " + request.getRequestURI());  
  
        return true;  
    }  
  
    /\*\*  
     \* Called after request is executed by target controller.  
     \*/  
  
    @Override  
    public void postHandle(HttpServletRequest request,HttpServletResponse response, Object handler, ModelAndView modelAndView) throws Exception {  
        System.out.println("TimeLoggerInt: postHandle() ! " + new Date());  
    }  
  
    /\*\*  
     \* Called when request processing is completely done.  
     \*/  
  
    @Override  
    public void afterCompletion(HttpServletRequest request,HttpServletResponse response, Object handler, Exception ex)  
            throws Exception {  
        System.out.println("TimeLoggerInt: after Completion() ! " + new Date());  
    }  
}

Interceptor will be configured in [configuration](https://sites.google.com/site/sunraysspringmvc/source-code/webapp/web-inf/sunraysweb-servlet-xml)file with the help of <mvc:interceptor> tag.   
  
Here in below example configuration mapping, Interceptor [TimeLoggerInt](https://sites.google.com/site/sunraysspringmvc/source-code/src/in-co-sunrays-ctl/timeloggerint-java" \t "_blank) will intercept all requests coming to URI pattern "/UrlMapping/\*".  Interceptor [FrontCtlInt](https://sites.google.com/site/sunraysspringmvc/source-code/src/in-co-sunrays-ctl/frontctlint-java" \t "_blank) will intercept all incoming requests since it is mapped to "/\*" URI Pattern.

<mvc:interceptors>  
    <mvc:interceptor>  
        <mvc:mapping path="/\*" />  
        <bean class="in.co.sunrays.ctl.FrontCtlInt" />  
    </mvc:interceptor>  
  
    <mvc:interceptor>  
        <mvc:mapping path="/UrlMapping/\*" />  
        <bean class="in.co.sunrays.ctl.TimeLoggerInt" />  
    </mvc:interceptor>  
</mvc:interceptors>

## Front Controller

This is the special kind of design pattern that intercepts all request and check authentication and authorization.  It is responsible to stop request those are not authorized or authenticated.

Authentication is mainly to check whether user is logged in or not. If user is logged in then only allow user to access application functionality. Authorization is basically to provide role based access.  
  
  
public class [FrontCtlInt](https://sites.google.com/site/sunraysspringmvc/source-code/src/in-co-sunrays-ctl/frontctlint-java" \t "_blank) extends HandlerInterceptorAdapter {  
    @Override  
    public boolean preHandle(HttpServletRequest request, HttpServletResponse response, Object handler) throws Exception {  
  
        HttpSession session = request.getSession();  
  
        if (session.getAttribute("user") == null) {  
  
            System.out.println("FrontCtlInt: User is not logged in ");  
  
            /\*  
             \* If user is not logged then forward it Login page and return false  
             \* value to interceptor. I  
             \*/  
  
            response.sendRedirect("Login.html");  
            return false;  
  
        }  
  
        return true;  
    }  
    //..

Q: How do you create interceptor ?

Q: Which method will you override in interceptor ?

Q: What are the difference between preHandle() and postHandle()  methods?

Q: Can you map one interceptor to one controller?

Q: Can you map one interceptor to multiple controllers?

Q: Can you map multiple interceptors to one controller?

Q: Can you map multiple interceptors to mutiple controllers?

**Q: Why did you created interceptor in your application?**

A: We implemented Front Controller in our application using Interceptor. Front Controller does authentication and authorization for our application.

### Internationalization & Localization

|  |
| --- |
| Introduction Internationalization (i18n) and localization  (L10n) are means of supporting multi-languages for multiple countries  or multiple regions within a country without changing code in the application.  The terms are frequently abbreviated to the numeronyms i18n (where 18 stands for the number of letters between the first  i and last n in internationalization) and L10n respectively, due to the length of the words. The capital L in L10n helps to  distinguish it from the lowercase i in i18n. Create Message resource files Create message resource files, one for each language in the root class path.  These files are suffixed by 2 character language  code say "en" for English, "hi" for Hindi, and "sp" for Spanish.  **1. [messages\_en.properties:](https://sites.google.com/site/sunraysspringmvc/source-code/src/messages_en-properties" \t "_blank)**  *message.view=Message from View*  *message.ctl=Message from Controller*  *message.error=Error Message*  **2. [messages\_hi.properties](https://sites.google.com/site/sunraysspringmvc/source-code/src/messages_hi-properties" \t "_blank):**  *message.view=Message from View \u0939\u093F\u0928\u094D\u0926\u0940*  *message.ctl=Message from Controller \u0939\u093F\u0928\u094D\u0926\u0940*  *message.error=Error Message \u0939\u093F\u0928\u094D\u0926\u0940*  Code suffixed by \u (*\u0939, \u093F, \u0928*) are representing unicode values of Hindi fonts. "हिन्दी" string is converted into  unicode values as  "*\u0939\u093F\u0928\u094D\u0926\u0940".*  Configuration  We have created message resource properties for our application. We need to declare these files in spring  configuration file. We will use class org.springframework.context.support.  ReloadableResourceBundleMessageSource to define the message resources.  <bean id="messageSource"   class="org.springframework.context.support.**ReloadableResourceBundleMessageSource**">      <property name="basename" value="**classpath:messages**" />      <property name="defaultEncoding" value="UTF-8" />  </bean>  Now we will provide a feature where user will be able to select language for the application. This is implemented using org.springframework.web.servlet.i18n.LocaleChangeInterceptor class. The LocaleChangeInterceptor class will intercept request and make i18n, L10n changes.  <bean id="localeChangeInterceptor" class="org.springframework.web.servlet.i18n.LocaleChangeInterceptor">     <property name="paramName" value="lang" />  </bean>  User can pass request parameter ?lang=hi or ?lang=en to change the Locale and in turn his regional language.  User's selected Locale is saved in cookies for future subsequent requests. Class org.springframework.web.servlet.i18n.CookieLocaleResolver is used to store the locale changes in cookies.  Due to security reasons,  in few applications cookies are not supported in this case Locale is stored in user's Session object using class org.springframework.web.servlet.i18n.SessionLocaleResolver.  <bean id="localeResolver" class="org.springframework.web.servlet.i18n.SessionLocaleResolver">      <property name="defaultLocale" value="en" />  </bean>  Make following entries on \*-servlet.xml.  <!-- Defines the message resources --> <bean id="messageSource"    class="org.springframework.context.support.ReloadableResourceBundleMessageSource">    <property name="basename" value="classpath:messages" />    <property name="defaultEncoding" value="UTF-8" /> </bean>  <!-- Stores User locale in cookie for subsequent requests --> <bean id="localeResolver"    class="org.springframework.web.servlet.i18n.CookieLocaleResolver">    <property name="defaultLocale" value="en"></property> </bean>  <!--Intercepts request and make i18n, L10n changes. --> <mvc:interceptors>    <bean id="localeChangeInterceptor"       class="org.springframework.web.servlet.i18n.LocaleChangeInterceptor">       <property name="paramName" value="lang" />    </bean> </mvc:interceptors> Change the View : The JSPs Now as we have created two message resources files and configured it in Spring MVC, we will use these messages in the JSP files.  Create a [LocaleCtl.java](https://sites.google.com/site/sunraysspringmvc/source-code/src/in-co-sunrays-ctl/localectl-java) that will forward to view [LocaleView.jsp](https://sites.google.com/site/sunraysspringmvc/source-code/webapp/pages/localeview-jsp" \t "_blank) that will contain following code:  <%@ page language="java" contentType="text/html; charset=UTF-8" pageEncoding="UTF-8"%>  <%@taglib uri="http://www.springframework.org/tags" prefix="spring"%>  <%@ page isELIgnored="false"%>  <HTML>  <BODY>      <a href="${pageContext.request.contextPath}"> Home </a>        <form>           Change Language:          <select name="lang">              <option value="en">English</option>              <option value="hi">Hindi</option>          </select> <input type="submit" value="Go">      </form>      <H1 style="color: green">${message }</H1>  **<spring:message code="message.view" />**  </BODY>  </HTML>  We have used <spring:message> tag to display the message from resource bundle in above JSP.  One thing that you must note here in [LocaleView.jsp](https://sites.google.com/site/sunraysspringmvc/source-code/webapp/pages/localeview-jsp" \t "_blank) , we have defined <select name="lang"> list where you can select either Hindi or English language. The Form sets a request parameter ?lang=hi when user submit the Form. Note that spring identifies this request parameter by using LocaleChangeInterceptor interceptor and change the local accordingly. Also note that while configuring LocaleChangeInterceptor in spring-servlet.xml file, we have specified property “paramName” with value “lang”.  <bean id="localeChangeInterceptor" class="org.springframework.web.servlet.i18n.LocaleChangeInterceptor">  **<property name="paramName" value="lang" />**  </bean>  Thus the Spring framework will look for a parameter called “lang” from request. Get Locale Messages in the Controller You may also need Locale messages in a Controller when you want to sent some notification messages to View from Controller in case of Business Validation fail or Success operation.  You nay do it by Auto wring MessageSource object and pass Locale parameter in controller method. Here is the example of [LocaleCtl.java](https://sites.google.com/site/sunraysspringmvc/source-code/src/in-co-sunrays-ctl/localectl-java) that gets a message for resource and set into Model object.  @Autowired  **private MessageSource messageSource;**  @RequestMapping(method = RequestMethod.GET)  public String display(Model model, **Locale locale**) {  **String msg = messageSource.getMessage("message.ctl", null, locale);**      model.addAttribute("message", msg);      return "LocaleView";  } Input validation error locale messages There is a very simple way to get error messages of a validated form-bean in localized language. Here we will have an example form-bean [LocaleForm](https://sites.google.com/site/sunraysspringmvc/source-code/src/in-co-sunrays-form/localeform-java" \t "_blank) that will apply input validations on an attribute and in case of validation fail error messages will be localized from resource bundle files.  Lets start applying localization on input validation error messages:  **1. Validation Form**  Here is an example [LocaleForm](https://sites.google.com/site/sunraysspringmvc/source-code/src/in-co-sunrays-form/localeform-java" \t "_blank) that is applying input validation @NotEmpty and @Size at "name" attribute.  public class LocaleForm {      @NotEmpty      @Size(min=5, max=20)      private String name =null;  **2. Controller**  Controller validate the form and stores form-bean in the Model by name "localeForm".  public class [LocaleCtl](https://sites.google.com/site/sunraysspringmvc/source-code/src/in-co-sunrays-ctl/localectl-java" \t "_blank){  @RequestMapping(method = RequestMethod.GET)  public String display(@ModelAttribute("**localeForm**") @Valid [LocaleForm](https://sites.google.com/site/sunraysspringmvc/source-code/src/in-co-sunrays-form/localeform-java" \t "_blank) form,BindingResult bindingResult, Model model, Locale locale) {  ..  **3. Entry in Resource files**  Now time to make entries for locale messages in resource files [messages\_en.properties](https://sites.google.com/site/sunraysspringmvc/source-code/src/messages_en-properties" \t "_blank) and [messages\_hi.properties](https://sites.google.com/site/sunraysspringmvc/source-code/src/messages_hi-properties" \t "_blank). Keys  of validation error messages must follow a name pattern (*Validation.formNameInModel.attributeName )* that consists of (1) Input Validation Type (2) Name of form-bean object in the Model (3) Attribute name on which validation is applied*.*  Here keys are formatted for @Size and @NonEmpty validation on "name" attribute.  NotEmpty.localeForm.name=Name is required.  Size.localeForm.name=Name must be between 5 to 20 characters.  **4. View JSP**  Here is JSP [LocaleView.jsp](https://sites.google.com/site/sunraysspringmvc/source-code/webapp/pages/localeview-jsp" \t "_blank) that does not need any special entry for i18n / L10n messages.  Name : <form:input path="name" /><form:errors path="name" cssClass="error" />  That's it, Now go ahead and  enjoy i18n/L10n messages in your application.  **FAQ**  Q: How do you configure i18n?  Q: What parameter will you pass in request object to change the language?  A: lang parameter.  Q: How do configure 'lang'  parameter?  Q: How many .properties file will you create?  A: It depends upon number of languages support.  Each language .properties file is suffix by language 2 character code.  Q: What are the location of .properties file?  Q: Root class path  Q: How do you configure in locale messages Form bean?  A:  By passing message key in validation annotation.  Q: How do you get language specific messages in a method of Controller?  A: Using MessageResource class.  Q: What is MessageResource class? |

### Tags

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Form Tag Library Spring 2 and above  provides a set of data binding-aware tags for handling form elements when using JSP and Spring Web  MVC. Each tag provides support for the set of attributes of its corresponding HTML tag counterpart. The tag-generated HTML  is HTML 4.01/XHTML 1.0 compliant.  Spring Tags binds the HTML form elements with Form bean attributes.  The tag library descriptor (TLD) is included in the  spring-webmvc.jar.  Configuration  The form tag library comes bundled in spring-webmvc.jar. The library descriptor is called spring-form.tld. Form  tag library can be imported by taglib directive in JSP using following syntax:  <%@taglib uri="http://www.springframework.org/tags/form" prefix="form"%>  where "form" is the tag name prefix that you will use to access tags of this library.  Here is a simple example that uses Spring's form tags. It binds HTML elements with LoginBean class attributes.  Controller  defines form-bean  "loginForm" as model attribute and <form:form commandName="**loginForm**">  tag binds this form-bean  with HTML elements using its "commandName" attribute.  <form:form action="login" method="post" commandName="**loginForm**">      Login: <form:input path="login" /><br>      Password: <form:password path="password" /><br>      <input type="submit" value="SignIn" name="operation">  </form:form>  @RequestMapping(value = "/login", method = RequestMethod.GET)  public String loginDisplay(@ModelAttribute("loginForm") LoginForm form, Model model)  {      return "LoginBindingView";  }  public class LoginForm {      private String login = null;      private String password = null;      private String operation = null;      //Setter and Getter methods  } The form tag This tag renders an HTML form and exposes the form-bean object's binding path to inner tags to bind html  elements and form-bean attributes. It puts the command object in the PageContext so that the command  object can be accessed by inner tags. All the other tags in this library are nested tags of the form tag.  In above example form tag exposes command object loginForm to its inner tags and binds its login and password attributes to the html form elements.  <form:form action="login" method="post" commandName="**loginForm**"> The input tag This tag renders an HTML input tag using the bound value and default type value text (type=text). Starting with Spring 3.1  you can use other types such HTML5-specific types like email, tel, date, and others. In above example we have used input elements:  <form:input path="login" /> The checkbox and checkboxes tag This tag renders an HTML input tag using "checkbox"  type.  A checkbox can be bound  to an attribute or  multiple checkboxes can be bound to an array of elements.   Checkboxes values can be coded in HTML or can be rendered  by an array, collection or collection map.  To explain this tag we are assuming [TagForm](https://sites.google.com/site/sunraysspringmvc/source-code/src/in-co-sunrays-form/tagform-java" \t "_blank) bean is containing attributes, those are bound to HTML form  elements in [TagView.jsp](https://sites.google.com/site/sunraysspringmvc/source-code/webapp/pages/tagview-jsp" \t "_blank). Controller [TagCtl](https://sites.google.com/site/sunraysspringmvc/source-code/src/in-co-sunrays-ctl/tagctl-java" \t "_blank) will transfer control to the [TagView.jsp](https://sites.google.com/site/sunraysspringmvc/source-code/webapp/pages/tagview-jsp" \t "_blank).  public class [TagForm](https://sites.google.com/site/sunraysspringmvc/source-code/src/in-co-sunrays-form/tagform-java" \t "_blank) {       private String name = null;       private boolean agreed = false;       private String[] selectedSkills = null;       private ArrayList<String> selectedCourses = null;       private String[] selectedLanguages = null;  public class [TagCtl](https://sites.google.com/site/sunraysspringmvc/source-code/src/in-co-sunrays-ctl/tagctl-java" \t "_blank) {       @ModelAttribute       public void preLoad(@ModelAttribute("tagForm") TagForm form, Model model) {            // Set Boolean value            form.setAgreed(true);            // Set list of elements as Array            String[] str = { "Java", "PHP", "Android" };            model.addAttribute("skillArray", str);            // Create Collection            ArrayList<String> courses = new ArrayList<String>();            courses.add("BE");            courses.add("MCA");            courses.add("MBA");            model.addAttribute("coursesList", courses);            // Create Map            HashMap<String, String> languages = new HashMap<String, String>();            languages.put("en", "English");            languages.put("hi", "Hindi");            languages.put("sp", "Spanish");            model.addAttribute("languagesMap", languages);    //..       }  **1) Render simple checkbox and bind with form-bean attribute:**  Below tag will render HTML checkbox. If checkbox is selected then it will set value "Yes" to name attribute  otherwise value will be null.  Want Java? <form:checkbox path="name" value="Yes"/>  Below tag will bind boolean value. If selected then value of agreed attribute in form bean will be true  otherwise false.  Agreed:<form:checkbox path="agreed" />  **2) Bind multiple checkboxes of same name to a String array:**  Below example will set selected values to selectedSkills[] array attributes in  form bean.  <form:checkbox path="selectedSkills" value="Java" /> Java  <form:checkbox path="selectedSkills" value="PHP" /> PHP  <form:checkbox path="selectedSkills" value="Android" /> ANDROID  **3) Render checkboxes from String Array or Collection:**  You can render multiple checkboxes  from a string array, stored as Model attribute.  Here model attribute  skillArray is used to render checkbox items.  <form:checkboxes path="selectedSkills" items="${skillArray}" />  It will create checkboxes just like example # 2  Similarly you render checkbox items from a Collection  <form:checkboxes path="selectedCourses" items="${coursesList}" />  **4) Render checkboxes from a collection map:**  You can also render checkbox items from a collection map.  Collection Keys will become the checkbox values  to be select. Collection values will become label of checkboxes.  <form:checkboxes path="selectedLanguages" items="${languagesMap}" /> The select tag This tag renders an HTML select element. It binds selected value to the the form-bean attribute. It uses nested option and options tags.  Select elements can be rendered  from an array, collection and collection map. If select list is rendered from array or  collection then label and selected value will be same. If select list is rendered from collection map then map  key will become selected value and map value will become label of list.  **1) Render Select element from array, collection or map:**  <form:select path="skill" items="${skillArray}"/>  <form:select path="course" items="${coursesList}"/>  <form:select path="lang" items="${languagesMap}"/>  **2) Use nested tag option and options:**  Here is a simple list:  <form:select path="gender">       <form:option value="Male"/>       <form:option value="Female"/>  </form:select>  Here list is created from a collection with an additional option value "--Please Select":  <form:select path="course">       <form:option value="-" label="--Please Select"/>       <form:options items="${coursesList}" />  </form:select>  **3) Render Select element from a collection of bean:**  List items can be rendered from a java bean collection. Tag attributes  itemValue and itemLabel simply refer  to bean properties used to make values and labels of list.  Here is an example that renders list from a collection of java-bean [RoleDTO](https://sites.google.com/site/sunraysspringmvc/source-code/src/in-co-sunrays-dto/roledto-java" \t "_blank)   Collection is set to Model from  [TagCtl](https://sites.google.com/site/sunraysspringmvc/source-code/src/in-co-sunrays-ctl/tagctl-java) and list is shown at [TagView](https://sites.google.com/site/sunraysspringmvc/source-code/webapp/pages/tagview-jsp" \t "_blank).  <form:select path="role" items="${roleList}" itemValue="id"  itemLabel="name" />  public class TagCtl {       @ModelAttribute       public void preLoad(@ModelAttribute("tagForm") TagForm form, Model model) {    //....            ArrayList<RoleDTO> roleList = new ArrayList<RoleDTO>();            RoleDTO role1 = new RoleDTO();            role1.setId(1);            role1.setName("Admin");            roleList.add(role1);            RoleDTO role2 = new RoleDTO();            role2.setId(2);            role2.setName("Manger");            roleList.add(role2);            RoleDTO role3 = new RoleDTO();            role3.setId(2);            role3.setName("Customer");            roleList.add(role3);            model.addAttribute("roleList", roleList);        }     //..  }  The items attribute is typically populated with a collection or array of item objects. The radio tag This tag renders an HTML input tag with type radio. It binds radio element's value to the the form-bean attribute.  Radio HTML elements can be rendered  from an array, collection or collection map. If radio input tags are  rendered from an array or a collection then label and input element's value will be same. If radio input tags are  rendered from a collection map then map key will become value of radio input tag and map value will become  label of radio input tag.  **1) Render simple radio HTML input element**  Below tag will render a simple radio HTML element and bind it with form-beam attribute "gender":  <form:radiobutton path="gender" value="Male" /> Male  <form:radiobutton path="gender" value="Female" /> Female  **2) Render radio elements from array or collection**  You can render multiple radio elements from a string array or collection, stored as Model attribute. Here model  attribute skillArray and coursesList are used to render radio elements:  <form:radiobuttons path="skill" items="${skillArray}"/>  <form:radiobuttons path="course" items="${coursesList}"/>  **3) Render radio elements from collection map**  You can also render radio input elements from a collection map.  Collection Keys will become the value of radio  tag. Collection values will become label of radio input elements.  <form:radiobuttons path="lang" items="${languagesMap}"/>  See [TagView.jsp](https://sites.google.com/site/sunraysspringmvc/source-code/webapp/pages/tagview-jsp" \t "_blank) for complete example. The textarea tag This tag renders an HTML textarea. <form:textarea path="address" rows="3" cols="20" /> The hidden tag This tag renders an HTML input tag with type hidden using the bound value. <form:hidden path="house" /> The errors tag This tag renders field errors in an HTML span tag. It provides access to the errors created in your controller or those were  created by any validators associated with your controller.  <form:input path="lastName" />  <form:errors path="lastName" />  You can display entire list of errors messages for the current view page using wildcard mapping in path attribute:  <form:errors path="\*" />  Attribute path may have following values:   * path="\*" - displays all errors * path="lastName" - displays all errors associated with the lastName field * if path is omitted - object errors only are displayed  JSTL TJSTL Tags  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | The JavaServer Pages Standard Tag Library (JSTL) is a collection of useful JSP tags which encapsulates core functionality common to many JSP applications.  Spring MVC support JSTL.  JSTL has support for control statements  such as iteration and if condition. It supports tags for manipulating XML documents, internationalization tags, and SQL tags. It also provides a framework for integrating existing custom  tags with JSTL tags.  JSTL tags can be categorized into following libraries:   1. Core Tags 2. Formatting tags 3. SQL tags 4. XML tags 5. JSTL Functions  Core Tag Library These tags are most frequently used and contains tags for control statements.  Using these tags you can  implement conditional  and iterative presentation logic. Iteration is mostly used to render list data on Views.  You can import Core tag library using following JSP taglib directive:  <%@ taglib prefix="c" uri="http://java.sun.com/jsp/jstl/core" %>  Followings are JSTL tags and their description:   |  |  | | --- | --- | | **Tag** | **Description** | | **<c:out >** | Like <%= ... >, but for expressions. | | <c:set > | Sets the result of an expression evaluation in a 'scope' | | <c:remove > | Removes a scoped variable (from a particular scope, if specified). | | <c:catch> | Catches any Throwable that occurs in its body and optionally exposes it. | | **<c:if>** | Simple conditional tag which evaluates its body if the supplied condition is true. | | **<c:choose>** | Simple conditional tag that establishes a context for mutually exclusive conditional operations, marked by <when> and <otherwise> | | **<c:when>** | Subtag of <choose> that includes its body if its condition evaluates to 'true'. | | **<c:otherwise >** | Subtag of <choose> that follows <when> tags and runs only if all of the prior conditions evaluated to 'false'. | | <c:import> | Retrieves an absolute or relative URL and exposes its contents to either the page, a String in 'var', or a Reader in 'varReader'. | | **<c:forEach >** | The basic iteration tag, accepting many different collection types and supporting subsetting and other functionality . | | <c:forTokens> | Iterates over tokens, separated by the supplied delimeters. | | <c:param> | Adds a parameter to a containing 'import' tag's URL. | | <c:redirect > | Redirects to a new URL. | | <c:url> | Creates a URL with optional query parameters |   Most frequently tags are marked **bold** in table. The <c:out > Tag The <c:out> tag displays the result of an expression, similar to the way <%= %> works with a difference  that <c:out> tag lets you use the simpler "." notation to access properties.  For example, to access customer.address.street just use tag is  <s:out value="${customer.address.street}" />  <s:out value="${marksheet.name}" /> The <c:if> Tag The <c:if> tag evaluates an expression and displays its body content only if the expression evaluates to true.   |  |  |  |  | | --- | --- | --- | --- | | **Attribute** | **Description** | **Required** | **Default** | | test | Condition to evaluate | Yes | None | | var | Name of the variable to store the condition's result | No | None | | scope | Scope of the variable to store the condition's result | No | page |   Example # 1:  <c:set var="price" scope="session" value="${10\*110}"/>  <c:if test="${price < 200}">     <p>You can buy pizza that's price is : <c:out value="${price}"/><p>  </c:if>  Example # 2:  List<CollegeDTO> list = list = service.search();  <c:if test="${**empty**list}">    <H2 style="color: red">Records not found</H2>  </c:if> The <c:forEach> Tag This tag iterates over a collection of objects. This is the alternate of Java  loop (for, while, or do-while) statements.  This has following attributes:   |  |  |  |  | | --- | --- | --- | --- | | **Attribute** | **Description** | **Required** | **Default** | | items | Information to loop over | No | None | | begin | Element to start with (0 = first item, 1 = second item, ...) | No | 0 | | end | Element to end with (0 = first item, 1 = second item, ...) | No | Last element | | step | Process every step items | No | 1 | | var | Name of the variable to expose the current item | No | None | | varStatus | Name of the variable to expose the loop status | No | None |   Example:  List<CollegeDTO> list = list = service.search();  <c:forEach items="${list}" var="college" varStatus="loop">       <tr>            <td><input type="checkbox" name="ids" value="${college.id}"></td>            <td>${loop.index}</td>            <td>${college.name}</td>            <td>${college.address}</td>       </tr>  </c:forEach> The <c:choose> Tag This tag works like a Java switch statement, it allows you to choose between a number of alternatives.  Where the switch statement has case statements, the <c:choose> tag has <c:when> tags. A a switch  statement has default clause to specify a default action and similar way <c:choose> has <c:otherwise> as  default clause.  **Attributes:**  The <c:choose> tag does not have any attribute.  The <c:when> tag has one attributes which is listed below.  The <c:otherwise> tag does not have any attribute.   |  |  |  |  | | --- | --- | --- | --- | | **Attribute** | **Description** | **Required** | **Default** | | test | Condition to evaluate | Yes | None |   <c:set var="money" scope="request" value="100"/>  <c:choose>      <c:when test="${money< 100}">          <B>You can buy regular Pizza</b>      </c:when>      <c:when test="${money> 100 }">          <B>You can buy regular Pizza with Cheese </b>      </c:when>      <c:otherwise>          <B>Would you like to have Bada Pav?</b>      </c:otherwise>  </c:choose> The <c:url> Tag This tag formats a URL into a string and stores it into a variable. This tag automatically performs URL rewriting  when necessary. The var attribute specifies the variable that will contain the formatted URL.  The JSTL url tag is just an alternative method of writing the call to the response.encodeURL() method. The only  real advantage the url tag provides is proper URL encoding, including any parameters specified by children param tag.  It has following attributes:   |  |  |  |  | | --- | --- | --- | --- | | **Attribute** | **Description** | **Required** | **Default** | | value | Base URL | Yes | None | | context | / followed by the name of a local web application | No | Current application | | var | Name of the variable to expose the processed URL | No | Print to page | | scope | Scope of the variable to expose the processed URL | No | Page |   Example:  <a href="<c:url value="/index.jsp"/>" >Home</a> | |

**RESTFul Web Services**

|  |
| --- |
| RESTFul API can be implemented using   1. Spring 3.0    1. @PathVariable and @ResponseBody annotation in Spring 3.0 2. Spring 4 and above    1. @RestController  in Spring 4 and above 3. JSON objects are return by JSON Controller   **Q: How do you create RestFul web services?**  A: Using rest controllers.  **Q: Which data is returned by RestFul web services?**  A: JSON data.  **Q: What are the differences between Normal and Rest controllers?**  A: Rest controllers always return response in JSON format whereas normal controllers may return  response into xml, html, tiles of any other format.  **Q: What are the differences between SOAP and Restfull services?**  A: Rest controllers always return response in JSON format whereas SOAP return XML.  **Q: How do you test restful controllers**  A: Using POSTMAN  **Q: How do map request JSON object to a Form bean?**  A: We use @RequestBody annotation  **Q: What is the function of @RequestBody annotation**  A: It maps JSON data from request body to Java bean.  **Q: What is the function of @ResponseBody annotation ?**  A: It converts Java bean into JSON object and send to Response body. |